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Abstract in English 

 

The aim of this project is to describe the implementation of a solution of a persisting 

problem that is being faced during the course registration period of undergraduate 

students of the Department of Computer Science in regard to the restricted elective 

courses. The issues specifically being faced are that students may wish to attend particular 

restricted elective courses, to qualify for a specialisation or simply out of interest in the 

course, for which not enough available slots are offered to satisfy all or an accepted 

percentage of the demanding students. This results in students registering for other 

courses that they are not interested in and not being able to achieve their goals upon their 

graduation.  

 

The concept of this solution, is the implementation of a new pre-registration system that 

will be provided to the students, to which they will input their preferences of the restricted 

elective courses they would like to attend in the next few semesters. This could give an 

insight of what are the most demanded courses by the students, for the administration to 

decide which would be more fitting to be offered then. Ideally, the system could also 

prepare a proposed course schedule for the next semesters, based on the demand and 

overview of the most preferred courses. 
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Chapter 1 

 

Introduction 

 

 

1.1  Problem - Motivation and Goal 1 

1.2  Solution concept 1 

1.3  Scope 2 

 

 

1.1  Problem - Motivation and Goal 

 

Undergraduate students of the Department of Computer Science race to select the 

restricted elective courses they prefer when their registration is opened up. Due to low 

seat offerings of these courses and the priority of students’ registration based on their 

ECTS, students become unable to register to the ones they want. 

 

Students are forced to select other restricted-choice courses which would not benefit their 

goals, including taking specific courses they need in order to qualify for a specialty upon 

graduating. 

 

1.2  Solution concept 

 

A new ‘pre-registration’ web application system, as with current Bannerweb, in which 

students would express their preferences of the restricted-choice courses they want to 

attend in later semesters, in advance. 

 

This will give insight to which courses are more demanded by the students and which are 

not, thus ensuring more students to be satisfied with their selection in future semesters. It 

can also enable better scheduling of offering courses, like being offered in a different 



 

2 

semester than usual, in both semesters in an academic year, or two classes offered in one 

semester with high demand, if other conditions also make it possible. 

 

1.3  Scope 

 

The problem research shows different aspects of the restricted elective course registration. 

The current thesis does not investigate all of them. As a consequence, the implementation 

of a new pre-registration system as a solution, so far, does not solve all of them. 

 

Overall, the scope of the current thesis covers the courses preferences input by the 

students for the few next semesters and a simple report with the aggregated preferences 

for the semesters, along with a list of the students for every preference, which are the most 

significant features in the implementation. 
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Chapter 2 

 

Requirements Analysis 

 

 

2.1  Development process 3 

2.2  Requirements 4 

2.3 Constraints 5 

 

 

2.1  Development process 

 

The process followed for the development of this solution started with the research and 

design phase. In this phase, the problem that the solution intends to solve was 

investigated. This research was initiated by a meeting with Dr Elpida Keravnou-

Papailiou, during which the most important problems and requirements were discussed. 

The analysis of this discussion revealed the business goals, as well as the user goals.  

 

Once the business and user goals were defined, there was a design phase which intended 

to create the concept of the system, the different screens and functionality that would be 

included in each. The user experience was also taken into account. 

 

The design phase was followed by the implementation in increments. At first, the main 

functions and requirements were implemented. After a few more functionalities were 

completed in other increments, the developed solution was reviewed in order to catch 

points for improvement. Then, based on that review, some user experience details were 

improved, as well as other complementary functions were added to the solution. Lastly, 

any points that could not be implemented have been noted as suggestions for future work. 
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2.2  Requirements 

 

The following requirements are the result of the analysis for the described problem, 

covering the main business and user goals. 

 

2.2.1 Generic requirements 

 

● The system is implemented as a web-based application. 

● A user can have the role of a student or an admin (faculty member). 

● A user can register to, log in and log out from the website. 

● A user can view and change personal details. 

 

2.2.2 Student role 

 

● A user can view courses and related information. 

● A user can add, view and edit course preferences for semesters. 

○ Adding and editing preferences are only allowed for future semesters. 

○ Up to five restricted elective courses per semester. 

○ Preference priority of 1 to 5, with 1 indicating the highest priority. 

○ Provide a reason for the selected course as a preference. 

● A user can update their personal information and academic details. 

 

2.2.3 Admin role 

 

● A user can view the student preferences for restricted elective courses: 

○ Total preferences for a specific semester. 

○ Total preferences for a specific course. 

○ Students’ information of a preference. 

● A user can get insights for the registered course preferences of the students for the 

next semesters. 

● A user can add, view and edit information about courses. 

● A user can add, view and edit information about semesters. 



 

5 

2.2.4 Instructor role 

 

● A user can view information about courses. 

● A user can edit information about their courses only. 

● A user can view information about semesters. 

 

2.3 Constraints 

 

During the analysis of the needs for the purpose of this solution, and during the 

development of this application, some constraints were encountered, which are mainly 

related to the retrieval of real user data. 

 

2.3.1 User authentication 

 

Since the application is account-based and each user can interact with their own account 

and data, there was a need for an authentication mechanism for logging into the system 

and retrieving the user’s data. Initially, the idea for this mechanism was to use one that 

could authenticate the user’s credentials with the University’s or Department’s internal 

user data. This would provide a more secure authentication, since no password would be 

stored locally in the system. Additionally, it would offer a centralised authentication 

process for the users to log in with the same credentials used in existing University 

systems. This would also avoid the need of a registration process from the users. 

 

2.3.2 User data 

 

Another constraint faced during the development of this project is about the user data. 

Some information regarding users’ data, such as personal and academic details, were 

needed for some specific functionalities of the system. Therefore, the retrieval of this 

information from the university database would be helpful, making sure that the data is 

always accurate and up to date. However, since it is a great concern of allowing access of 

sensitive data to external systems, the solution is currently built without the integrated 
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data retrieval. Therefore, for the purposes of the developed tool, users are required to 

manually provide this information themselves. 
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Chapter 3 

 

System Specifications 

 

 

3.1 Architecture 7 

3.2 Technology and tools 7 

 

 

3.1 Architecture 

 

The architecture of the web application is based on a server-client model. A backend 

application (the server) is responsible for managing most of the business logic, processing 

data by interacting with a database to retrieve, store and update it. The backend server 

solely provides APIs to handle client requests and does not serve web pages to the client.  

 

The frontend application (the client), on the other hand, is responsible for serving the 

interface layer and presenting the content to the users. It is built as a Single-Page 

Application[6] (SPA) and it communicates with the backend via the APIs that are exposed, 

to retrieve data and perform actions. It can also generally handle aspects of the business 

logic that focuses on visual presentation and user interaction before the data is persisted 

to the database through the backend. 

 

3.2 Technology and tools 

 

It had been decided for the web application to be developed using the MEVN stack, which 

is a modern and evolving open-source JavaScript software stack for building powerful 

and dynamic web applications. MEVN stands for MongoDB[1], Express.js[2], Vue.js[3] and 

Node.js[4]. 
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3.2.1 MongoDB 

 

The database layer of the web application uses MongoDB, a NoSQL database for flexible 

and scalable data storing and management. It stores data as documents in JSON-like 

format, in collections. MongoDB is schema-less which enables for flexible document 

structures in the same collection, adding, omitting or modifying fields and their type 

without affecting other already stored documents. 

 

3.2.2 Express.js 

 

Express.js is a minimal and flexible Node.js web application framework designed for 

building robust and scalable server-side applications and APIs. It provides a set of 

features for handling HTTP requests, routing, middleware and serving static files. Express 

routing framework makes use of middleware functions when processing requests which 

can perform other tasks before reaching the route handlers. A wide range of third-party 

middleware modules can be installed via npm[5], which can extend the Express application 

with additional functionality. 

 

3.2.3 Vue.js 

 

Vue.js is a progressive JavaScript framework used for building user interfaces and single-

page applications (SPAs). It provides a template syntax to bind data to the DOM 

(Document Object Model) with simple and intuitive directives that offer easy 

manipulation of HTML elements with minimal boilerplate code, and follows a 

component-based architecture for reusable and encapsulated components. A Vue 

component is made of its template, the HTML part declaratively binding with the 

component’s data, the script section where JavaScript logic can be applied to the 

instance’s data. Lastly, the style section allows to add CSS design to the component’s 

HTML template. Vue’s reactivity system tracks dependencies between data and the 

interface, which allows for automatic update of the elements’ data. An ecosystem of 

external libraries and plugins are available to use seamlessly with Vue for better overall 

development of a frontend application. 
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3.2.4 Node.js - NPM (Node Package Manager) 

 

Node.js is a cross-platform runtime environment for executing JavaScript code outside of 

a web browser and allows developers to create servers, web apps, command line tools 

and scripts. It is an event-driven, asynchronous, non-blocking I/O runtime environment 

that makes it lightweight and efficient, suitable for building real-time applications, APIs, 

and server-side applications. Node.js uses CommonJS modules for code structuring, 

which encapsulate functionality and can be imported and exported throughout the 

application for modular and reusable code. 

 

NPM is the default package manager for Node.js, providing a vast number of open-source 

libraries and modules easily integrated into the applications, simplifying dependency 

management, version control, and code reuse for more efficient development. 

 

3.2.5 Libraries 

 

During the development of this web application as a solution of the problem, along with 

the previous technologies mentioned earlier, many libraries and plugins, installed through 

NPM, have been leveraged in both backend and frontend parts to ease implementation, 

as well as provide better productivity, efficiency and a higher quality of functionality and 

experience for the users. Some libraries used that had significant contribution to the 

development include: 

 

For backend: 

● body-parser[7]: an Express middleware that parses the body of incoming requests 

in a more convenient format, based on user’s input, available under ‘req.body’ 

property. The format used in this development is JSON. 

● mongoose[8]: an Object-Data Modeling (ODM) library for MongoDB and Node.js 

that provides a straightforward schema-based solution for modelling application 

data. Simplifies interactions with MongoDB databases, allows for schema 

definition with typed data structures with features for data validation, querying, 

and middleware hooks. 
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● express-session[9]: an Express.js middleware facilitating session management in 

web applications, with a variety of options for session storage configuration, 

cookie management, session expiration and regeneration.  

● passport.js[10]: Passport.js is an authentication middleware for Node.js 

applications that provides a flexible and modular approach to implementing 

authentication strategies. For the implementation, ‘passport-local’ strategy is 

used, which is designed to authenticate based on a username and password using 

a local database or data source. 

● pino[11]: a lightweight and fast logging library for Node.js applications. 

 

For frontend: 

● Vue Router[12]: the official client-side routing library for Vue.js applications, 

providing seamless routing capabilities for building single-page applications 

(SPAs) for dynamic content rendering and navigation without full-page reloads, 

It provides navigation guards for access control and validations before navigating 

to a route. 

● Vuex[13]: a state management library for Vue.js applications for globally 

managing the state of all components in the application maintained in a centralised 

store. Changes to the state are performed using synchronous functions called 

Mutations, whereas asynchronous state operations, called Actions, commit the 

mutations. 

● Primevue[14]: a UI component library for Vue.js applications, offering a rich set 

of customizable and responsive UI components seamlessly integrated into Vue.js 

projects, built on top of PrimeFaces. Primevue offers forms, data displays, 

navigations, overlays and more, always opting in for responsiveness. The 

components are highly customizable, supporting custom themes through CSS and 

SASS. 

● Bootstrap[15]: a popular front-end framework for building responsive and mobile-

first web applications. Its classes have been widely used for the development of 

this project. 

● Axios[16]: a popular JavaScript library used for making HTTP requests from 

browsers or Node.js applications, with a simple API for asynchronous requests 

and handling responses. It uses JavaScript promises that allows asynchronous 
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code, provides error handling and response validation, request and response 

interceptors for centralised logic and a set of customization request options. 

● Vue-i18n[17]: a localization library for Vue.js applications, designed to support 

multi-language content and interface translations. 
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Chapter 4 

 

Functionality 

 

 

4.1 Entities 12 

4.2 System Roles 16 

4.3 Student Functionality 17 

4.4 Faculty Functionality 24 

 

 

4.1 Entities 

 

The application as a solution for the registration of restricted elective courses problem 

has been developed incorporating four (4) primary entities: Student users, Faculty users 

including the teaching staff but focusing more on the administrative staff, Courses and 

academic Semesters. For each one of these entities, there exists a corresponding collection 

in the database. Course and Semester are entities mostly used in relationship with the 

Student entity to represent the students’ courses preferences for a semester. 

 

The collections in the database are created with Mongoose by specifying the schema and 

creating a data model. Mongoose provides various options for schemas. One of the 

options is to set timestamps, which automatically adds two Date properties, ‘createdAt’ 

when a document is first inserted and ‘updatedAt’ whenever the document is updated. 

Moreover, the ‘_id’ property is set by default, which is a unique identifier given to a 

document when inserted, serving as the primary key of a document. The _id property is 

of type ‘ObjectId’, a class that represents a 12-byte identifier, to be used as a unique 

reference for MongoDB collections. Below are described the entities and the schemas 

defined for the development of this application, with given examples of documents 

inserted in the database for each one. 
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4.1.1 Course 

 

The Course entity consists of general information of the courses that are offered by the 

Computer Science Department, such as the code and name of the course, the content 

taught for the course, their prerequisite courses, and more. 

 

The schema of the Course collection is presented below (fields not fundamental to the 

understanding of the entity are omitted for clarity): 

● code: String, Unique index, required. Represents the course’s code. 

● name: String, required. The name of the course. 

● ects: Number. Credits earned for succeeding the course. 

● description: Object of two strings (English, Greek translations) 

● prerequisites: Mongoose Course ObjectIds Array. Prerequisites for the course 

● restricted: Boolean. Default: false. Indicates if the course is restricted elective in 

the curriculum. 

● compulsory: Boolean. Default: false. Indicates if the course is compulsory in the 

curriculum. 

● specialisations: Array. Specialisations that can qualify for with the course 

 

 

Figure 4-1. Course document example in MongoDB 

 

4.1.2 Semester 

 

Semester entity is a simple data model used to provide a relationship with the students’ 

preferences, that is to set their preferred courses for a specified future semester. 
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Each semester is defined by its term and the year: 

● term: String, required. Specifies the semester term - Spring, Fall, Summer 

● year: Number. Year of the semester. Default is set the current year. 

● term_order: Number. Semester order in the academic year. Defined by term field 

● start_date: Date, required. Specifies the date that the semester begins. 

● end_date: Date, required. Specifies the date that the semester ends. 

● active: Boolean. Indicates if the semester is currently being progressed through. 

 

 

Figure 4-2. Semester document example in MongoDB 

 

4.1.3 Student 

 

Student entity represents the students of the Department. Other than the personal 

information of a student, the important data that exist in this collection in regard to the 

purpose of this project are the preferences that a student registers in the system of 

restricted elective courses they would like to attend in future semesters for their degree. 

The preferences of a student is a list of items composed of the semester they want to 

attend some courses in, and the list of those courses. 

 

Another field ‘student_semester’ also exists, which refers to the number of the semester 

for which the student has set their preferences. It is associated with the current number of 

the semester that the student is studying in (‘current_semester’ field); currently, there is 

no existing logic to populate this field. Subsequently, the courses list consists of objects 

containing the course (as a Mongoose ObjectId) of the course preference, the priority of 

the preference, that is, the amount of interest the student has for taking the specified 

course, and a short description of the reason for making this preference select. 

The schema of the Student model is presented below: 
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● username: String, Unique index, required. The username of the student. 

● password: String, required. Encrypted string of the student’s password. 

● first_name: String, required. Student’s first name. 

● last_name: String, required. Student’s last name. 

● id_number: String. Student’s ID number. 

● email: String, required. Student’s email. 

● mobile_phone: String. Student’s mobile phone number. 

● current_semester: Number, required. Indicates which semester the student is 

currently at. (This should be updated by the student at the moment.) 

● completed: Mongoose Course ObjectIds Array. Courses that the student has 

already succeeded. (This should be updated manually by the student at the 

moment.) 

● preferences: Objects Array. Represents the student’s course preferences for the 

semester. 

○ semester: Mongoose Semester ObjectId, required. 

○ student_semester: Number. Semester number according to their semester 

and the semester setting their preferences for (not currently in use) 

○ courses: Objects Array. Student’s course preferences for the ‘semester’. 

- course: Mongoose Course ObjectId, required. 

- priority: Number. Indicates level of interest for the preference. 

- reason: String. Descriptive reason for preference selection. 

● logged_in: Boolean. Default: false. Login status of user. 

 

 

Figure 4-3. Student document example in MongoDB 
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4.1.4 Faculty 

 

The Faculty entity is divided into two roles to represent administrative and teaching staff. 

Administrator users have the capability to configure the system in order for the students 

to submit their preferences, which includes adding the courses to the system, arranging 

the semesters, viewing the submitted preferences of the students, and other. On the other 

hand, faculty users that do not have administrator privileges have limited configuration 

properties throughout the system. The role of the user is determined by the two fields of 

the schema ‘admin’ and ‘instructor’. The rest of the fields of the Faculty model are listed 

below: 

● username: String, Unique index, required. 

● password: String, required. Encrypted string of the password. 

● first_name: String. First name of the faculty user. 

● last_name: String. Last name of the faculty user. 

● id_number: String. ID number of faculty user. 

● email: String, required. Email of the faculty user. 

● instructor: Boolean. Default: false. Indicates if the faculty user is teaching staff. 

● admin: Boolean. Default: false. Indicates if the faculty user is administrative staff. 

● logged_in: Boolean. Default: false. Login status of user. 

 

 

Figure 4-4. Faculty document example in MongoDB 

 

4.2 System Roles 

 

As it is derived from the definition and description of the entities, the primary roles that 

exist in the system are the students and faculty users. Faculty users can be further distinct 
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into two more roles, the administrators and instructors (teaching staff), but they are not 

limited to only one of the two properties. 

 

The students are able to set the restricted elective courses they prefer to attend in the next 

few semesters. They can view information about the courses which could help them 

decide what courses they are interested in based on a specialisation they want to qualify 

for, or the content that will be taught in them. Managing or reviewing their profile is also 

possible, so that it is kept up to date and to also help to provide a better experience for the 

students with additional system functionality which uses the semester they are studying 

in and the courses they have succeeded in until that moment. 

 

Administrator faculty users have the capacity to configure the system so that the students 

can submit their preferences, which includes setting up the (future) semesters and adding 

the courses in the system. Administrators are able to explore the submitted preferences of 

the students collectively for the semesters and other results that can be exported from 

them, presented as Reports. This information will be intended to provide an insight of the 

restricted elective courses demanded the most by the students, which can contribute to a 

better scheduling and overall satisfaction of the students’ interests. Instructor-only faculty 

users, on the other hand, are not able to configure the system to this extent, only the 

courses they are set as instructor, for latest changes and updates on a course and to lighten 

the administrators’ tasks. 

 

4.3 Student Functionality 

 

As previously described a student can use this system mainly to submit their preferences 

regarding the restricted elective courses they want to take in the next semesters. 

Moreover, courses information can be provided, for the students to instantly view the 

content each course offers, the specialisations a course can contribute to acquire, and 

other. In the following subchapters are listed the actions that a student can perform 

throughout the system. 
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Figure 4-5. Student login page 

 

4.3.1 Register 

 

Students will need to first register to the system to create their profile, through the Login 

page. They will need to provide their username and password, personal details and can 

also input some of their academic information for a better interaction with the system 

while submitting their courses. As future implementation, there could be an integration 

with the Department’s or University’s internal systems that would retrieve most of this 

information, to significantly improve the new system’s functionality in user credentials 

authentication and always have the correct updated user personal and academic 

information. However, for the purpose of this project, the process of user registration 

within the new system was needed. 
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Figure 4-6. Student registration  

 

4.3.2 Login 

 

If a student has already registered to the system, they can proceed to log in using the 

username and password they have used to sign up. At a later phase, the login process 

could ideally be made via integration with an API of the University’s or Department’s, 

which would authenticate the students’ central credentials, as it is made with other 

external systems used, such as Moodle, Blackboard, and others. 
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4.3.3 Submit Preferences 

 

With a successful login from a student using their username and password, they are 

redirected to the Dashboard page, which includes the component for submitting their 

preferences. 

 

Within the preferences components, students can select one of the future semesters from 

the dropdown list, when their current stored preferences will be retrieved from the 

database, if already exist, and populate the form. Upon selecting a semester, preferences 

of restricted elective courses may be chosen in order of their interest in each course. Their 

first course selection should be the one with the highest priority of wanting to take the 

course in the semester, and so on. A short descriptive text may be given for each 

preference selection, as a reason for choosing the corresponding course to attend in the 

future. Eventually, they can submit their chosen courses for the selected semester to be 

saved in the database. 

 

Figure 4-7. Selection of course preferences for a semester 
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4.3.4 View Courses 

 

In a simple page, the information about the courses offered by the Department are 

presented in a similar way found in the Department’s website, where the students can 

review to decide which ones would prefer to attend in the next semesters, if they wish. 

Both compulsory and restricted elective courses can exist in the system and be displayed 

in this page, which are distinguished into different sections, giving emphasis on the 

restricted ones, being the subject of this project. 

 

 

Figure 4-8. Courses available in the system 

 



 

22 

 

Figure 4-9. Available courses information 

 

4.3.5 View and Update User Details 

 

Identical to their registration, students will be able to change their personal and academic 

information in the system at any moment, mainly to change their current semester 

studying in and any new courses they have succeeded to so far during their program of 

study. 

 



 

23 

 

Figure 4-10. Student profile. Includes some personal and academic information 

 

4.3.6 Logout 

 

Students can log out of their user account when they are finished submitting their 

preferences or performing other actions, redirected to the login page again. 
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4.4 Faculty Functionality 

 

Faculty users will be logging in to the system through a different subdomain of the web 

application, with generally distinguished functionality from that of the students. No 

registration page is available for faculty users. Initially, an administrator faculty user 

could be manually created in the database to start configuring the system. Similarly with 

instructor faculty users, no current functionality allows for registering, or for admins to 

add them to the system (which can be included with future implementation). Ideally, as 

with students, integrating with the University’s or Department’s internal systems to 

retrieve user information could simplify registration and login process, and increase user 

experience. 

 

The functionalities existing in the system are described in the sections below, specifying 

any differences that there can be between an administrator user and a non-administrator 

one. 

 

4.4.1 Login 

 

All faculty users log in their user accounts with the username and password. As mentioned 

before, an integration with the internal systems of the Department and University would 

allow accurate and centralised authentication of the users. Since this was not possible in 

the scope of the development of this project, a registration form for faculty users was 

omitted to avoid unauthorised access. 
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Figure 4-11. Faculty login page 

 

4.4.2 Courses 

 

The Courses page for faculty users is presented in the same way as it is for the students, 

with the variation that administration users have the capability to add new courses in the 

system, or update existing ones. 

 

 

Figure 4-12a. Administrator courses information and edit capability 
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Figure 4-12b. Administrator courses information with edit capability 

 

Faculty users that do not have administrative privileges will also be able to edit a course 

in the list, with the condition that the instructor set for the course is the same user. 

 

 

Figure 4-13. Non-admin courses information with minimal editing capability 
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Adding a new course opens a popup to fill in information and other functional details 

about the course to be saved in the database, whereas choosing to edit an existing one, 

opens the popup with populated fields based on the data already stored in the database for 

the specified course. 

 

The details that can be given when adding or updating a course include the course’s code 

and name, which are required at the least. Additional data that can be provided are listed 

below: 

● The number of credits (ECTS) the student earns when succeeding the course 

● The instructor that will possibly be teaching the course 

● An overview of the course content and objectives 

● A multi-selection of other courses which are prerequisite to the current one 

● Selection of teaching methods for the course (e.g. Lectures, Labs) 

● Selection of specialisations that the course can contribute towards acquiring them. 

The selection is applicable only for restricted-type courses. 

● The type of the course: Compulsory or Restricted Elective. 

 

 



 

28 

 

Figure 4-14a. Edit course information  

 

Figure 4-14b. Edit course information 
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4.4.3 Semesters 

 

Semesters page and configuration from the administrator users, works in a similar way as 

with the courses, denoting that the existing semesters are presented as a list, which can be 

modified by selecting one for edit, through a modal. A semester is defined by its term, 

‘Spring’, ‘Fall’, or ‘Summer’, and the year, e.g. ‘Spring 2024’. Admins must also define 

the semesters’ start and end date, which are used to show the future semester only to the 

students when submitting their preferences. There is also an additional flag field that 

indicates if a semester is active (set manually). Only one semester can be active at a time.  

 

 
Figure 4-15. Semester information (with administrator edit capability) 
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Figure 4-16. Edit semester information 

 

Faculty users that are not administrators do not have the capability to add or edit the 

semester, only to view the page. 

 

4.4.4 Reports 

 

The purpose of this implementation as a solution of the problem is to aid the Computer 

Science Department to offer the restricted elective courses that would satisfy the most 

students in each semester, based on the courses they would like to attend. So far, the 

students can submit their preferences for a semester, by selecting the courses with priority 

on which one they most want to take to the least wanted. 

 

Therefore, what is needed next, is to take the students’ submitted preferences into 

consideration in order to acquire the restricted courses that are most demanded. For this, 

the Reports page will accommodate any generated results in regard to helping decide 
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which courses would be more suitable to offer in each of the next semesters, based on the 

students’ input preferences. Different types of results are presented in separate tabs inside 

the Reports page. Only admin users can view this page. 

 

Currently, two results (reports) are generated in the system for the submitted preferences. 

The first tab in the Reports page shows the aggregated preferences based on the semester, 

the course, and the priority that was selected for the course. In the second tab, another 

aggregation result shows the total number of preferences a course has for a semester. The 

two aggregations are described more below. 

 

4.4.4.1 Total preferences per course and priority 

 

This tab presents a table with the total number of students that have selected a course and 

the priority they had chosen it for. This information is given for one semester at a time; 

an admin user must select a specific semester to get the aggregation results. The report 

could indicate whether a course has a high demand from the students for the selected 

semester, and if with a high priority, it could be considered as a probable course offer. 

Additionally, if there is not much interest for any course as first priority, but many 

students have preferred a course as their second or third priority, it could also be a possible 

offer for the semester, since it would still satisfy enough students on some level. 
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Figure 4-17. Total preferences per Semester, Course and Priority 

 

Administrators will have the option to view a list of information about the students who 

have made a specific preference selection for the semester, course and the priority they 

had given it. The students’ information includes their name, username, id number, email 

and mobile phone number, as they have submitted them in the system. Moreover, if 

students have provided a reason of why they had selected the specific course, it will be 

displayed to the table. 
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Figure 4-18. Student information for a Semester-Course-Priority preference 

 

4.4.4.2 Total preferences/students per course 

 

Similar to the first report tab, the second one will show the total selections of each 

course made by the students for a semester, regardless of the priority they specified. 

This can immediately indicate which courses are the most demanded. 
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Figure 4-19. Total preferences per Semester and Course 

 

Again, admin users can view the students’ information that have made each selection. 

The priority each student has set their preference to is added to this data. 
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Figure 4-20. Student information for a Semester-Course preference 

 

4.4.5 View and Update User Details 

 

Faculty, much like students, will be able to change their personal information in the 

system through the User Details page. There are no academic details associated with 

faculty users, therefore only the name and contact information are available for change. 

As with other user data previously mentioned, an API integration can simplify this 

process, where all data will always be retrieved from the core systems of the Department 

and the University. 

 



 

36 

 

Figure 4-21. Faculty profile 

 

4.4.6 Logout 

 

Faculty users can log out of their account as well, redirected to their login page again. 
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Chapter 5 

 

5.  Future work 
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5.1 Integrations 

 

A main area that can be considered as future work, which has been mentioned before in 

previous chapters, is related to integrations. Thinking of security, what comes to mind is 

the login and authentication process of this website.  

 

5.1.1 Login authorisation 

 

One of the major improvements related to security would have to be the connection of the 

login authentication using an API of the Computer Science Department, or the University 

of Cyprus. Such an integration would mean that the student account connected to the 

email or username is a verified account of an existing and active student of the University 

and the Department, leading to a more secure login on the website. The same would apply 

for the faculty users. Furthermore, this integration would mean that there will be no need 

for registration of any user in the system.  

 

5.1.2 User data retrieval 

 

Another benefit of integrating the solution with the University’s or the Department’s 

internal systems is to acquire other user data. The most significant information that can 
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be used would be the students’ academic details as well as some personal and contact 

data. 

 

Some academic information that could help to improve the functionality of the system 

would be the sequence number of their active semester and the courses they have 

completed so far in their study. The first can be used to decide if a student will be allowed 

to submit preferences, for example first year students wouldn't need to, since prerequisites 

of many restricted elective courses are still not yet completed at that point. The latter is 

important to know which of the courses a student has succeeded in, for validating 

prerequisites when selecting one as a preference, in regard to whether it can be taken in 

the next semesters. 

 

Personal information, such as a user’s name and ID number can be retrieved from the 

core systems instead of given as input by the user themselves. Then, the information will 

always be accurate and up to date, as well as used to identify and validate that the right 

person is performing an action, like a validated student submitting a preference. Contact 

details of the students, but also for faculty users, including the email and mobile number, 

may be used to reach a student, for example to notify for a low-seat, or an admin user to 

send them a summary report of the students’ selected preferences. 

 

Therefore, an integration for user data retrieval could improve the overall system 

functionality and user experience, and simultaneously producing more accurate results. 

 

5.1.3 Courses data 

 

The existing Computer Science Department database for sure contains a variety of 

information regarding the provided courses. This is something that can become available 

through an integration.  

 

As a consequence, the course data would not need to be filled in by Faculty users. The 

information would instead be retrieved through an integration with the department’s 

database. The maintenance and needed updates related to the information of each course, 



 

39 

such as the title, description, instructor, which semesters it would be offered in, could be 

minimised and reduce the user’s attention. 

 

Additionally, the functionality of manually managing the courses through the new system 

could remain and be combined with this integration. The course data could be retrieved 

from the Department or University and stored locally to the system’s database. However, 

as this hybrid process can have a considerable impact on both sides if done at each point 

where the courses are needed, it can be instead carried out whenever a user logs in, or 

even when an administrator logs in specifically. If any information on these data should 

change, the administrator can still update the courses with the existing functionality. 

 

Therefore, this can ensure that the courses data are not completely outdated, but also more 

importantly reduces the manual work that the administrators should do in the system. 

 

5.2 Decision making algorithms 

 

Possibly the most important suggestion for future work of this preference registration tool 

is the addition of an analysis and decision-making algorithm that would give suggestions 

to the faculty about the restricted elective courses registration of students. 

 

A possible outcome of an analysis algorithm could be the suggestion of capacity and 

frequency of each restricted elective course, for a greater satisfaction between students. 

The student preferences can indicate how popular different courses are. Such a realisation 

can help the faculty decide how many students a course can accommodate at a time, or 

even how frequently the course could be offered. 

 

The results of the decision-making algorithm could suggest which students get registered 

to each elective course. The registered student preferences could act as a measure of 

satisfaction, giving a different weight, a priority based on which the algorithm could give 

these suggestions. Considering the preferences of all students, a fair suggestion would 

ensure an average satisfaction rate between all students.  

 



 

40 

Furthermore, the suggestive algorithm could take into consideration the semester in which 

each student is. The preferences stated by more senior students that have less semesters 

left to complete their study, and therefore are going to graduate sooner than other students, 

could be given a higher priority. This could be applied for more criteria, such as the 

overall grade of each student, the number of completed ECTS, and so on. The declared 

course preferences given by students that are considered to have higher priority could be 

given a higher weight by the decision-making algorithm, having a bigger chance of being 

proposed in the registration schedule. 

  

Based on some research, the following algorithms appear to possibly be good fits 

regarding the points mentioned above and are worth investigating for future work: 

● Gale-Shapley Matching algorithm[18] 

● TOPSIS - Technique for Order of Preference by Similarity to Ideal Solution[19] 

● Multiple Factor Weighted sorting[20] 

 

Such an addition would have a high value for the faculty and the decision making of the 

Computer Science Department related to the restricted elective courses. However, 

students would benefit the most from this as they would be able to register more fairly to 

the elective courses that interest them, as well as more of them could achieve goals related 

to the specialisation they could attain.  

 

5.3 Additional proposed functionality 

 

Additional features could be implemented in the system that would enhance the user 

experience and improve the overall functionality. Some features that are proposed to be 

added are presented below. 

 

5.3.1 Specialisation information and analysis 

 

The Computer Science Department has a few specialisations defined based on specific 

required courses. When students complete a list of courses that satisfy the criteria of a 

specialisation, they can claim that specialisation to appear on their graduation degree. 
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With the information of which courses belong to each specialisation, the completed 

courses of a student, and their submitted preferences, the system can provide a breakdown 

of the specialisations of the Department. 

 

In this breakdown, students could view all the specialisations that they already qualify for 

based on their completed courses. For other specialisations the system could inform them 

on how many more courses are needed to be able to claim them, and which of the courses 

would do so. 

 

 

5.3.2 Report document export 

 

A functionality that can be useful for the faculty administration is some kind of reporting 

tool that presents specific (static) data, or even dynamic data based on parameters that can 

be filled in by a faculty user, in the form of a report document. These can be in the form 

of a CSV or Excel file, or a formatted document, like a word processing document or a 

PDF.  

 

Report documents based on specific queries, of which the following are proposed:  

● Preferences per semester 

● Preferences per student 

● Preferences per course 

● Preferences per combination of two or more of the parameters; semester, student, 

course 

 

Report documents or exports of information available in the web application can be very 

useful for the faculty, in various ways.  
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Chapter 6 

 

6.  Conclusion 

 

 

6.1 Summary 42 

 

 

6.1 Summary 

 

In conclusion of this thesis report, the purpose of this project was to provide a solution 

for an issue that persists during the registration period through the semesters in the 

Computer Science Department of the University of Cyprus. Students struggle to claim a 

spot for restricted elective courses they would like to attend in the semesters, due to the 

low number of seats offered and other students of higher credit, who have registration 

priority, already claiming those seats. This results in the students taking on classes that 

they would not be normally interested in, or not being able to achieve goals, such as 

qualifying for a specialty upon their graduation. 

 

This web application system has been developed with the intention of improving the 

scheduling of the courses offered and providing a smoother registration process to the 

students. To do so, the students will be able to log in the new system and put in their 

preferences; which restricted elective courses they would prefer to be attending in the 

next semesters. Administration could then review and accumulate these preferences to 

gain an insight of the most demanded courses by the students. Based on that, it could be 

decided whether to make changes on the initial schedule, such as adding extra classes for 

a high-demand course, offering the course in extra semesters, and so forth. 

 

Eventually, more updates and additional functionality would improve the impact on the 

desired result of this new system. An ideal function could even automate, in some way, 

the scheduling of the courses, or at least minimise the effort being put into creating it. 
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Hopefully, all the above will help to mitigate the persisting issue faced with the restricted 

elective courses. 
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